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Abstract: Many smart grid applications require the collection of fine-grained load data from customers. In order to protect customer privacy, secure aggregation protocols have been proposed that aggregate data spatially without allowing the aggregator to learn individual load data. Many of these protocols build on the Paillier cryptosystem and its additively homomorphic property. Existing works provide little or no justification for the choice of this cryptosystem and there is no direct performance comparison to other schemes that allow for an additively homomorphic property. In this paper, we compare the ElGamal cryptosystem with the established Paillier cryptosystem, both, conceptually and in terms of runtime, specifically for the use in privacy-preserving aggregation protocols. We find that, in the ElGamal cryptosystem, when made additively homomorphic, the runtime for encryption and decryption is distributed more asymmetrically between the smart meter and the aggregator than it is in the Paillier cryptosystem. This better reflects the setup typically found in smart grid environments, where encryption is performed on low-powered smart meters and decryption is usually performed on powerful machines. Thus, the ElGamal cryptosystem is a better, albeit overlooked, choice for secure aggregation protocols.

1 INTRODUCTION

Collecting fine-grained load data from smart meters installed in the customer premises has shown to pose severe privacy risks (Wicker and Thomas, 2011; McKenna et al., 2012; Burkhart et al., 2018). To mitigate them, secure aggregation protocols have been proposed by many authors for privacy-preserving data aggregation in the smart grid, e.g., (Li et al., 2010; Erkin and Tsudik, 2012; Knirsch et al., 2017). These protocols protect customer privacy by only providing the sum of load data from a number of households at one point in time (Buescher et al., 2017).

One approach for secure aggregation protocols is to employ an additively homomorphic cryptosystem and an entity that acts as a (semi-trusted) aggregator. Each smart meter encrypts its individual measurement and sends the encrypted value to the aggregator. The aggregator uses the additively homomorphic property of the underlying cryptosystem to calculate the encrypted sum and forwards this sum to the energy provider, who decrypts it. This way, the aggregator does not learn individual meter readings, but needs to be trusted for performing the correct aggregation (Unterweger et al., 2019). Figure 1 shows the principal setup and actors of such a smart grid aggregation protocol.

Existing works, e.g., (Li et al., 2010; Erkin and Tsudik, 2012; Erkin, 2015; Rane et al., 2015) provide little or no justification for the choice of the cryptosystem and most commonly employ the Paillier scheme (Paillier, 1999). Only very few publications make use of the ElGamal cryptosystem in the context of smart grids, e.g., (Busom et al., 2016). To the best of our knowledge, there exists no performance comparison between the Paillier cryptosystem and the ElGamal cryptosystem (ElGamal, 1985), which are the two most commonly used homomorphic cryptosystems (Armknecht et al., 2013) and also those with the highest security guarantees (Fontaine and Galand, 2007).

While ElGamal is more lightweight in terms of encryption complexity, it is multiplicative homomorphic, but can be made additively homomorphic (Cramer et al., 1997). This can be advantageous for low-powered devices such as smart meters. For this reason, the ElGamal cryptosystem is already widely employed in e-voting applications, as presented in
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1.2 CONTRIBUTION

This paper briefly presents both, the Paillier and the ElGamal cryptosystems with extensions from the literature to make them comparable for additive homomorphic operations. The main contribution of this paper is the runtime analysis and comparison of the two cryptosystems for aggregated smart meter data. The detailed analysis of encryption and decryption times as well as of each relevant algorithmic step allows for conclusions on the suitability and practicability of both cryptosystems for secure aggregation. It also allows for recommendations on which system to prefer for this smart grid aggregation use case. In this paper, we find that the ElGamal cryptosystem is overlooked for many proposed protocols. The encryption is more lightweight compared to Paillier cryptosystem and the additional overhead at decryption can be mitigated by powerful devices in the EP’s premises or is negligible for practical applications.

1.3 STRUCTURE

The paper is structured as follows: Section 2 describes the Paillier and ElGamal cryptosystems, as well as additional algorithms to make them comparable. Section 3 compares both cryptosystems and their application for privacy-preserving aggregation. Section 4 summarizes the findings and gives an outlook to future work.

2 BACKGROUND

In this section, the Paillier and ElGamal cryptosystems, which are compared in this paper, are explained briefly, together with their relevant properties. In addition, the Cramer transformation is described which allows using the ElGamal cryptosystem in such a way that it becomes comparable to the Paillier cryptosystem. Furthermore, multiple algorithms for calculating the aggregate after ElGamal decryption are described.

2.1 PAILLIER CRYPTO SYSTEM

The Paillier cryptosystem is an additively homomorphic, semantically secure public-private key cryptosystem (Paillier, 1999; Catalano et al., 2001). An additively homomorphic cryptosystem fulfills the equation

\[ D(E(m_1) \cdot E(m_2)) = m_1 + m_2 \]

for two plaintexts \( m_1 \) and \( m_2 \), where \( E \) and \( D \) denote the encryption and decryption functions, respectively.
Given two large prime numbers $p$ and $q$ of the same length, the public key $(n, g)$ is calculated by
\[ n = pq, \ g = n + 1 \]
and the private key $\lambda$ is calculated by
\[ \lambda = \varphi(n), \ \mu = \varphi(n)^{-1} \mod n, \]
where $\varphi(n) = (p - 1)(q - 1)$.

Encryption of a plaintext $m \in \{0, 1, \ldots, n - 1\}$ to a ciphertext $c$ is performed by
\[ c = g^m r^n \mod n^2, \]
with a random number $r \in \{1, 2, \ldots, n - 1\}$.

Decryption of the above expression will result in the sum of $m_1$ and $m_2$.

### 2.2 ElGamal Cryptosystem

The ElGamal cryptosystem is a public-private key cryptosystem with a multiplicatively homomorphic property (ElGamal, 1985). A multiplicatively homomorphic cryptosystem fulfills the equation
\[ D(E(m_1) \cdot E(m_2)) = m_1 \cdot m_2. \]
Given a publicly known cyclic group $G$ of order $q$ with a publicly known generator $g$, the public key is $h = g^r$, with $r \in \{1, 2, \ldots, q - 1\}$ being randomly chosen. $r$ is the private key.

Encryption of a plaintext $m$ to a ciphertext $c$ is performed by
\[ c_1 = g^i, \ c_2 = m \cdot h^i, \]
with a randomly chosen $s \in \{1, 2, \ldots, q - 1\}$.

Calculating the product of two ciphertexts yields the product of the corresponding plaintexts after decryption.

### 2.3 Cramer Transformation

The ElGamal cryptosystem with its multiplicatively homomorphic property can be transformed into an additively homomorphic cryptosystem (like the Paillier scheme with the Cramer transformation (Cramer et al., 1997).

The plaintext value to be encrypted must be in the exponent. In practice, $m$ can be transformed to $m'$ by
\[ m' = g^m \mod q, \]
The encryption is then applied to $m'$. Note, however, that, after decryption, this yields $g^{\sum m_i}$ as a plaintext.

To solve the discrete logarithm and to retrieve the actual value $\sum m_i$, one of three recovery algorithms can be applied: (i) Brute Force; (ii) Pollard’s Lambda; or (iii) Baby Step Giant Step.

### 2.4 Brute Force Algorithm

To recover $m$ from $m' = g^m \mod q$ with known $g$ and $q$, the discrete logarithm $\log_g(m') = m \mod q$ can be solved by brute forcing all possible values of $m$, until a solution is found. The complexity of this algorithm is $O(q)$. If it is known that $m$ is within a given interval $[0, b]$, the complexity is reduced to $O(b)$.

Linear speedup can be achieved by parallelizing the brute-force search. While not reducing the complexity itself, the constant factor of the runtime is reduced proportional to the number of parallel searches.

### 2.5 Pollard’s Lambda Algorithm

Pollard’s Lambda algorithm is designed to solve the discrete logarithm and achieves a runtime complexity of $O(\sqrt{b - a})$ for a plaintext in the interval $m \in [a, b]$ (Pollard, 1978). This assumes that $m$ is with certainty within the defined interval.

Pollard’s Lambda algorithm rewrites $m = b + d - d_k \mod q$ for a $k \in [0, I - 1]$. $I$ can be chosen according to (Pollard, 1978). First, a sequence $x_{0, j}$ is computed where $x_0 = g^b$ and
\[ x_{i+1} = x_i g^{f(x_i)}, \]
with $f$ being a parameterizable pseudorandom function. $d$ is calculated as
\[ d = \sum_{i=0}^{j-1} f(x_i). \]

Then, a sequence $y_{0, k}$ is computed where $y_0 = m'$,
\[ y_{i+1} = y_i g^{f(y_i)}, \]
and additionally, a sequence $d_{0, k}$ is computed by
\[ d_j = \sum_{i=0}^{j-1} f(y_i). \]
If $y_k = x_I \mod q$, then $m' g^{d_k} = g^{b + d \mod q}$, which equals $g^{m + d_k} = g^{b + d \mod q}$ and thus $m = b + d - d_k \mod q$.
If $k > I$ or $d_k > b - a + d \mod q$, the algorithm fails and the choice of $f$ needs to be adapted.

### 2.6 Baby Step Giant Step Algorithm

The Baby Step Giant Step algorithm is designed to solve the discrete logarithm and achieves a runtime complexity of $O(\sqrt{q})$, where $q$ is the order of the group (Shoup, 1997; Schnorr and Jakobsson, 2000).
In this section, we compare the complexity and runtime properties of the Paillier and ElGamal cryptosystems in a setup typical for smart grid secure aggregation use cases.

For the comparison, we use a setup that reflects typical capabilities that can be found in the field. Smart meters are lightweight devices with limited computational resources, whereas the EP can have more powerful devices to decrypt and calculate the aggregate, respectively. The setup for the comparison is based on the aggregation protocol depicted in Figure 1, which reflects a setup commonly found in literature, see, e.g., (Li et al., 2010; Erkin, 2015; Rane et al., 2015). Each smart meter encrypts its measurement value using either the Paillier cryptosystem or the ElGamal cryptosystem and submits the encrypted values to an aggregator. The aggregator calculates the product of these values and forwards the result to the energy provider. The EP then decrypts the aggregate.

### 3.1 EVALUATION SETUP

Both cryptosystems, the Cramer transformation and the recovery algorithm, are implemented in Java 8. Measurements are performed on Windows 10 using an Intel Core i7-6500U Processor capable of running 4 threads. The following implementations are used:

- **Paillier Encryption Threshold Toolbox**. This toolbox implements the Paillier cryptosystem and also provides support for the thresholded variant.
- The ElGamal cryptosystem and the Cramer transformation are implemented according to (Cramer et al., 1997) and (ElGamal, 1985).
- Pollard’s Lambda algorithm is implemented according to (Pollard, 1978).

\[ m' = g^m \pmod{q} \] (see previous section) can be rewritten as \( m' = g^{k+l} \pmod{q} \) where \( x = \lfloor \sqrt{q} \rfloor \).

The algorithm first computes \( g^l \pmod{q} \) for \( 0 \leq l < x \) and then tries the values \( 0 \leq k < x \) until

\[ g^l = m'(g^{-x})^k \pmod{q} \]

holds. This comparison is realized efficiently by having a look-up table with the precomputed values of \( g^l \).

### 3.2 PAILLIER AND ELGAMAL RUNTIME

Figure 2 depicts the runtimes for encryption and decryption of the Paillier and ElGamal cryptosystems. It is clear that the encryption time for the ElGamal cryptosystem is more than one order of magnitude smaller (approximately one 15th) than that of the Paillier cryptosystem. The reason for this discrepancy is the much smaller range in the size of the exponent for which the calculations for the ElGamal encryption are performed (see Section 2).

However, in order to allow for an additively homomorphic property for the ElGamal cryptosystem, the Cramer transformation as described in Section 2 needs to be applied to the plaintext value. This is already included in the values depicted in Figure 2. Figure 3 shows how large the runtime portion for this transformation (0.042 ms) is compared to the total runtime (2.709 ms). This portion is negligible in practice.

Similar to the encryption runtime, the decryption time for the ElGamal cryptosystem is lower than that of the Paillier cryptosystem. The runtime is about one fourth. Note that the result of the decryption is, however, not the sum of the plaintext values \( \sum m_i \) but rather \( g^{\sum m_i} \). Thus, one of the recovery algorithms

- The Baby Step Giant Step algorithm is a modified version of an implementation from the University of Maryland, which can be extended in order to support multiple threads.

The implementations for Paillier, ElGamal, Cramer and the recovery algorithm only use the formulas as in Section 2 without additional overhead. All of them rely on the Java BigInteger class and its performance, so that the time required for the calculations is comparable.

The current recommended key length for cryptosystems based on the discrete logarithm problem to be secure for the year 2030 and beyond is 3072 bits according to (Barker, 2016). As this applies to both, the Paillier cryptosystem (Paillier, 1999) and the ElGamal cryptosystem (ElGamal, 1985), a key length of 3072 bits is used for the evaluation.

All measurements are repeated 110 times in order to minimize external factors on the mean value. The first ten measurement values are discarded to mitigate cache-warming effects of the Java Virtual Machine.
mentioned in Section 2 (e.g., Brute Force algorithm) needs to be applied, which incurs additional runtime.

### 3.3 RECOVERY RUNTIME

After decryption, the EP has to apply a recovery algorithm for retrieving the actual sum of the values. In order to assess the required runtime for this step, an aggregation group size (number of smart meters $N$) and a value range (size of $m_i$) that is representative for real-world applications (Erkin, 2015) (and is commonly used in related work (Knirsch et al., 2018; Buescher et al., 2017)) are used: Each measurement $m_i$ is 16 bits in size and the aggregation group size $N$ (number of smart meters) is varied between one and $2^7 = 128$. Aggregating 16-bit values with these group sizes results in measurement sums $\sum_i m_i$ between $2^{16}$ and $2^{23}$.

Note that the EP can have powerful devices to perform the calculations and thus any recovery algorithm can be implemented efficiently using multiple threads. For our analysis, the value range is split into $T \in \{1, 2, 4\}$ intervals of equal length and one thread is used per interval. The number of threads is limited by the properties of the processor.

Figure 4 shows runtimes for the Brute Force algorithm with a varying number of threads. The vertical bars denote the standard deviation for each point. Each thread starts at a defined value, e.g., $m = 2^{16}$ for the first thread, calculates the discrete logarithm and then increases this value by one in each step until $m'$ is found. For $T = 1$, the entire space of the measurement sum is thus searched linearly. The runtime increases nearly linearly with the size of $\sum_i m_i$ (note that both axes are logarithmic).

Increasing the number of threads incurs a near constant overhead for starting the additional threads. This leads to higher runtimes for small values of $\sum_i m_i$. However, this allows partitioning the search space and thus running the recovery algorithm in parallel.

Running the algorithm in parallel leads to earlier recoveries. Once $\sum_i m_i$ has been successfully recovered, all threads can be stopped. It can be seen that a higher number of threads in general improves runtime for larger values of $\sum_i m_i$. For example, the worst case runtime for one thread is 104.5 s, while it is 49.9 s for four threads. It can also be seen from the results that the choice of the starting value for a thread significantly impacts the time needed for recovery. Since for practical applications an interval for $\sum_i m_i$ can be guessed, this will improve overall performance.

While the Brute Force algorithm only provides a baseline which can be outperformed by more efficient algorithms, such as Baby Step Giant Step and Pollard’s Lambda, it can be seen that the time needed for recovering the sum of the measurements is below 50 s even for the largest value of $\sum_i m_i$ using four threads.

Other algorithms for recovery as described in Section 2 can be used. This will further reduce the complexity, but not necessarily the runtime for this step. For the Baby Step Giant Step algorithm and Pollard’s Lambda algorithm in the practical evaluation we could not find suitable algorithm parameters for which any value bit size could be processed faster than Brute Force.

Alternatively, due to the comparably small range of $\sum_i m_i$ (i.e., a small plaintext space), a lookup table can be constructed that stores all possible values for $g^{\sum_i m_i}$ and the corresponding exponent. This allows trading additional memory consumption against access time (Croman et al., 2016). In particular, an access complexity of $O(1)$ can be achieved with 3095 MiB of additional memory with $2^{23}$ entries mapping one 3072 bit ciphertext to one 23 bit plaintext each.

However, as the results for the Brute Force algorithm are already practically feasible, the use of a lookup table is not necessary and the fine-tuning of the parameters of the Baby Step Giant Step algorithm and Pollard’s Lambda algorithm remain future work.
3.4 COMBINED RUNTIME

The combined runtime is the time needed for decryption in case of the Paillier cryptosystem and the ElGamal cryptosystem as well as the additional time needed for recovery when using the latter. Table 1 summarizes the runtimes for SM and EP for both cryptosystems. It can be seen that the Paillier cryptosystem requires about 15 times the runtime for encryption compared to the ElGamal cryptosystem, but performs equally for encryption and decryption. On low-powered smart meters, this gives the ElGamal cryptosystem a significant advantage over the Paillier cryptosystem.

In Section 3.2 the ElGamal decryption runtime is found to be 10.179 ms. The time needed for recovery is at most 49930 ms (from Section 3.3). Thus, the combined runtime is always below 50 s. In most European countries, measurements of one day are submitted only once per day (see e.g., (Nationalrat, 2010; Bundestag, 2016)). Hence, the aggregator has a time frame of 24 hours to recover the sum before the values of the next day need to be processed. Even for real-time network stability monitoring with 15 minute intervals, the combined runtime is comparably small. Note that the measurements above have been performed on consumer-grade hardware and in a practical setup much more powerful hardware is used, further reducing the runtime.

4 CONCLUSION

Both, the Paillier and the ElGamal cryptosystem are suitable for secure aggregation protocols in the smart grid due to the ability to enable additively homomorphic operations. For encryption, the ElGamal cryptosystem is significantly (more than one order of magnitude) faster than the Paillier cryptosystem. This is highly beneficial for low-powered devices such as smart meters. For decryption, the Paillier cryptosystem is significantly faster overall. However, decryption is performed by energy providers, which typically host large-scale servers for this purpose where runtime is not as crucial as it is on smart meters. Even on significantly less powerful consumer-grade hardware, the additional runtime required for recovery when using the ElGamal cryptosystem is small enough in practical setups. In summary, the ElGamal cryptosystem is to be preferred for such smart grid use cases, despite the Paillier cryptosystem being commonly used.
Table 1: Worst-case runtimes in seconds (rounded) with four significant digits for all operations involving encryption and decryption for the ElGamal and Paillier cryptosystems.

<table>
<thead>
<tr>
<th>Operation</th>
<th>ElGamal</th>
<th>Paillier</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>SM runtime [s]</td>
<td>EP runtime [s]</td>
</tr>
<tr>
<td>Encryption</td>
<td>0.003</td>
<td>–</td>
</tr>
<tr>
<td>Decryption</td>
<td>–</td>
<td>0.010</td>
</tr>
<tr>
<td>Cramer transformation</td>
<td>0.000</td>
<td>–</td>
</tr>
<tr>
<td>Recovery algorithm</td>
<td>–</td>
<td>49.930</td>
</tr>
<tr>
<td>Total</td>
<td>0.003</td>
<td>49.940</td>
</tr>
</tbody>
</table>
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